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Introduction: Realms of Hyrule Character Generator 
 
-Background information:  
 
Originally the system was an entirely manual process of character creation 
ala D&D. And this process was a little bit more strenuous than any given 
table top system before it. Their table top system was a customization of a 
D&D spin-off and thus everyone who wanted to partake needed to go 
through a process of understanding how to create a character under this 
new system which they created, even if it did undergo strenuous testing, 
new always has a learning curve. So in order to speed up the process i 
began creating a generator for them around august of this year that would 
streamline the process. 
-The mechanics: 
The core of the system is that basic triggers and math is at the core of the 
idea with all of the myriad of rules built into the system. Basic functionality 
included a series of checks and balances and situational triggers. Any 
attempt at explaining the rules and system in a succinct manner will prove 
inadequate. 
 
-Version One:  
http://realmsofhyrule.net/character/roh_chargen_publicbeta.php 
Essentially what happens here is a highly procedural and early version of 
the code. It works and has most of the rules done, but because it’s 
procedural and all of it works on the firing of certain procedures and 
functions on clicks, it’s less than ideal. All the information is also stored in 
the javascript file itself and while works, it makes the code less than ideal. 
The procedurally of it actually causes bugs between certain functions 
because since they all fire regardless of external information when called, 
the information can stack up and bug out. The procedural nature of it also 
meant that updating the core information upon the leftmost two columns 
changing was near impossible without slowing down the code significantly. 
Thus in order to take into account the changes it was necessary to tie it to a 
third, separate, set of functions that would update and reset information 
because there was no way to keep track of old information efficiently. This 
created an in-between because of the necessity of procedurally. Thus the 
“Update Race/Archetype” button was created, a less than ideal solution to 



the problem. 
 
-Version Two: 
Link TBD 
So this version saw the core functionality of the code get increasingly more 
efficient. The code went from being highly procedural to Object-Oriented. 
The information is no longer stored in arrays on the javascript file but in 
databases which allow for quick manipulation of the front end without much 
hassle. No longer is the code based on procedures and functions but on 
classes and methods which make everything operate off a central set of 
properties which allow for a smooth transition between information because 
it’s all relevant and comes from a source object. The information coming 
from the database and being fed into classes created robust and functional 
code that no longer needed any delay and worked just fine regardless of 
most other things. The code is elegant and legible and was created in such 
a way that it’s easy to manipulate. Clunky functions within functions and 
long and tiresome if/else strings were replaced with succinct methods and 
switches or a single for each or for in or some variation thereof. The code 
was made clean and elegant and the core of it began to be commented out. 
At this stage the core idea of a generator was complete, with most aspects 
of it being automated through methods and information called from 
database information, with little manual hard coding. This version saw the 
implementation of RESTful applications and MVC (Model, View, Controller) 
to create a streamlined, fast, efficient, and responsive. The Model takes 
place of the Javascript object ActiveCharacter and it updates the view, 
which the user interacts with. Unlike in previous versions where there was 
no separation between what the user saw and what the numbers reflected, 
now the view is simply supposed to reflect what the model contains. 
Submition and creation depends on the client aka the DB. 
 
-Version three beta: 
http://www.jsed.net/other/chargen/index.php 
Once the core code was complete, the goal then moved from a basic one 
time generator to a repeatable, re-usable and functional generator and 
tracker. Beyond the initial creation, the goal was now to make the user be 
able to further the information and be able to submit these initial sheets to a 
database for storage and later re-using. Because the sheets are an ever 
evolving thing where characters need to be able to change, and even after 



the original generation manual input was still necessary, so the next step 
was to allow for that process to be automated too. Currently this is being 
tested in beta and is following the same mantra of the previous iteration: 
RESTful API with MVC implementations. Code for this version can be 
found below. When using this version, selecting "continue as guest" will 
lead you to the version mentioned in version two, only the JS file, which still 
isn't correctly split, has extraneous functions and methods that are used for 
logged characters. This version also has experimentations with advanced 
security measures and PHP SESSION and cookie handling to keep track of 
these. 
 
Code: 
http://www.jsed.net/other/chargen/chargen.zip	
  
	
  
	
  
	
   	
  



	
  


